The advantage of skeleton-based 3D reconstruction is to completely generate a single 3D object from well chosen views. Having numerous views is necessary for a reliable reconstruction but projections of skeletons lead to different topologies. We reconstruct 3D objects with curved medial axis (whose topology is a tree) from the perspective skeletons on an arbitrary number of calibrated acquisitions. The main contribution is to estimate the 3D skeleton, from multiple images: its topology is chosen as the closest to those of the perspective skeletons on the set of images, which means that the number of topology changes to map the 3D skeleton topology to topologies on images is minimum. This way, the number of matched branches is maximum.
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1. INTRODUCTION AND PREVIOUS WORK

In movies, video games and many other media, 3D content is more and more present and detailed. Different approaches to ease or to automate 3D generation have been proposed. First, sketching [1] converts a 2D drawing into a 3D model. Other methods require some acquisitions of an object: multiview-stereo [2] recovers a point cloud of the visible parts of an object from a set of images, but without topology; Shape-from-silhouette reconstructs the visual hull of an object [3], which is an implicit volume in which the object is. Recently, Chen et al. proposed a reconstruction method from a single image based, on generalised cylinders [4]. This method identifies 3D tubular objects along a guide made by the user and assumes an orthographic projection.

In this article, we propose a skeleton-based reconstruction from a set of images. A skeleton is a structure (that was first introduced by Blum) which characterizes a closed shape [5]. The skeleton of a shape is defined by the set of centers of maximal balls inside the shape (cf. Fig. 1), with the corresponding radius to each point. As it is a simplified representation of the shape, it is often used in shape matching [6, 7, 8, 9] and is adapted for animation [10, 11, 12].

Fig. 1. Left: A skeleton is defined by the set of centers of maximal balls (blue circles), combined with the radius information. Right: A perspective skeleton is defined by the set of perspective projection of maximal spheres, which are maximal ellipses in the 2D shape [13].

Livesu et al. compute a curve skeleton of a known 3D object [14, 15] based on the orthogonal projection of the shape on different planes, by triangulating a set of 3D spheres (using epipolar geometry to associate the projections). The topology is then added to the set of spheres. For optimisation purpose, their method has to be used with virtual orthographic projection, but does not consider real perspective images.

In shape reconstruction, Caglioti et al. propose an algorithm which estimates the shape of an object that can be represented by a curve-skeleton with constant radius [16]. Their algorithm considers the perspective projection of the shape on a single image. As it is the projection of a canal surface with constant known radius, it can be recovered without ambiguity by applying an homothetic transformation to each sphere of the canal surface.

In a recent work, Durix et al. [13] remove the constant radius hypothesis and use two images of the same object. A projective skeleton is estimated for each image, which corresponds to the perspective image of a 3D skeleton. However, to use their method on a set of branches, each branch has to be matched manually on each image. A 3D skeleton is triangulated and a set of canal surfaces is reconstructed. Here we extend this work: first, using an interactive association of the extremities of the perspective skeletons, we estimate a topology for the reconstructed skeleton; second, to increase the accuracy, we extend the reconstruction to more than two images. The proposed method assumes that the skeleton of the shape is a connected curve-skeleton, with no cycles.

Section 2 details our main contribution, a method to match the different branches of a set of curve-skeletons and to pro-
pose a topology for the reconstructed 3D skeleton. Section 3 describes an algorithm able to reconstruct an object from an arbitrary number of images. Finally, qualitative and quantitative results are presented on a set of reconstructions in Section 4.

2. MATCHING TOPOLOGICAL SKELETONS

2.1. Determining a common skeleton

Let us start with the context of the study. We have a set of \( n \) calibrated images of the same object, and on each image the corresponding perspective curve-skeleton (cf. Fig. 2). We assume that the object is connected and genus-0, and that each projective skeleton is a tree. Although the perspective skeleton is, in general, the projection of the 3D object skeleton, the different projective skeletons do not necessarily have the same topology (for example, because of self-occlusions from the considered viewpoints). Thus, their branches do not match perfectly. The topology of the 3D skeleton cannot be recovered exactly using 2D images, thus we assume that the acquired views represent well the topology. Under this hypothesis, we propose a method to estimate the closest topology to the projective skeletons, under the edit distance.

![Image 2. Three viewpoints of the same 3D object (first row), and their respective projective skeletons (second row). We see that the topology of the first projective skeleton is different from the topology of the second and third skeleton.

A lot of skeleton matching techniques exist [6, 9]. Sebastian et al. propose an algorithm to estimate a distance between two shapes, based on their skeleton [17]. The idea is to go from one skeleton to the other, by applying a set of successive editions: collapsing or inserting an edge, removing or adding extremities, but is limited to matching two skeletons. The number of editions is called the edit distance, and computing it is NP-hard [18]. However here, we do not compute the distance between two skeletons or graphs, as many papers in the literature [19], but we search for a skeleton which is the closest from the set of skeletons.

2.2. Finding a closest skeleton: Transformations

Here, to avoid NP-hardness, we assume that we know the correspondences of each extremity of the skeletons. Then, based on the edit distance between two skeletons, we propose a method to compute the closest skeleton topology to a set of skeletons. For this purpose, we first describe uniquely each edge on different skeletons, based on the extremities information. By describing each edge in the different skeletons, we can then compare which appears the most, and find the skeleton the closest to the different images.

In order to do that, we first convert the skeletons to graphs such that vertices of each graph correspond to either junctions or extremities of each skeleton, and edges to skeleton branches. As a consequence, there are no degree 2 nodes. These graphs model the topology of the skeletons. Formally, each graph \( G_i = (V_i, E_i) \) corresponds to the skeleton on the image \( i \), which is a tree by assumption.

We assume that we know the associations of the \( m \) extremities (4 in Fig. 2). We have \( n \) graphs (3 in Fig. 2, represented on Fig. 3). We first give an intuition of our method to find the closest graph to all graphs of Fig. 3 and then formalize the algorithm to find it in a general setting in section 2.3.

We start with \( G_c \) a graph with \( m \) extremities, and a single central node, linked to all the extremities (cf. Fig. 3 for the example). We can see that inserting the edge \( e_{13} \) to the graph \( G_c \) gives a graph that is isomorphic to the graph \( G_1 \). Inserting the edge \( e_{23} \) (resp. \( e_{33} \)) gives a graph that is isomorphic to the graphs \( G_2 \) (resp. \( G_3 \)). As there are 3 edge insertions (one for each graph), the total editing cost is 3 for \( G_c \).

We can simplify the two similar insertions in the second and third graphs. To do that we modify the graph \( G_c \), by inserting an edge \( e_{c3} \) in the same location than \( e_{23} \) and \( e_{33} \). \( G_c \) is now isomorphic to the graphs \( G_2 \) and \( G_3 \), so no editions are needed to obtain these graphs. To obtain the graph \( G_1 \) from the graph \( G_c \), two operations are needed: first, we have to collapse the edge \( e_{c3} \), then to insert an edge similar to \( e_{13} \). We now have an editing cost of 2, which is minimum as we can not simplify anymore.

![Fig. 3. G1, G2, G3: Topology of the three projective skeletons of Fig. 2. Each \( (a_i)_{i=1,2,3}, (b_i)_{i=1,2,3}, (c_i)_{i=1,2,3} \) and \( (d_i)_{i=1,2,3} \) are matched. G_c: Example of an initial simplified graph, corresponding to the \( G_i \).]

2.3. Formalization

Here we introduce a node and edge labelling, based on extremities of a graph. We then show that we can recover the
node labels of a graph using only their edge labels. As shown in [20], two graphs are isomorphic if and only if they have the same labelling. Using the fact that we can recover the node labels using only the edge labels, we show that we can recover the set of edges which represents the graph with the closest topology.

Fig. 4. Visualization of the introduced notation. The blue dashed node separates three sets of extremities: the first one contains $a, e$ and $b$, the second one $c$ and the third one $d$, so this node is labelled $\{ \{a, e, b\}, \{c\}, \{d\} \}$. The red dotted edge separates the graph in two parts: the first one contains $a$ and $e$, and the second one contains $b, c$ and $d$. So the red dotted edge is $\{ \{a, e\}, \{b, c, d\} \}$.

**Node labelling:** Each graph is a tree, so each node separates the graph into $k$ subgraphs. Each subgraph contains a set of extremities: $A_1, \ldots, A_k$, which forms a partition of $V_{e}$, the set of extremities. Thus we label each node by the partition of $V_e$: $\{ A_1, \ldots, A_k \}$ (cf. Fig. 4). An exception is made on this labelling method for the extremities of the graph: each extremity $v_e$ will be labelled as $\{ \{v_e\}, V_e \setminus \{v_e\} \}$.

**Edge labelling:** Each edge separates the graph into two parts, the first one $G(A_1)$ containing a set of extremities called $A_1$, and the second one $G(A_2)$ containing the complementary set of extremities denoted $A_2$. We thus characterize each edge by the pair $\{A_1, A_2\}$ (cf. Fig. 4), which is a partition of $V_{e}$.

These notations are unique since there is no degree two vertices. We note $V_{e_1}$ the set of all partitions characterizing nodes of the graph $G_1$, and $S_{e_1}$ the set of all pairs characterizing edges of this graph. To complete the label representation of the graph, we have to find the link between the label of an edge and the labels of its extremities [20].

**Link between the labels:** Let $\{A_i\}_{i=1}^{k_1}$ and $\{B_j\}_{j=1}^{k_2}$ be the labels associated to the extremities of an edge in the graph. We show that these two partitions are two subpartitions of the partition $\{C_1, C_2\}$ representing the edge. Let us consider the extremity labelled by $\{A_i\}_{i=1}^{k_1}$. Each $A_i$ represents a set of extremities, separated by the node. As the edge is connected to the node, it separates the node from one set of extremities $A_i$, thus we have $C_1 = A_i$ (swapping the indices if necessary). With the same reasoning, we have some $j$ with $C_2 = B_j$. As $\{C_1, C_2\}$ is a partition of $V_e$, the partitions representing the nodes are subpartitions of it. Furthermore, this implies that to find the node connected to a set of edges, we only have to find the maximal subpartition of the labels of the edges. But this mean that we have to know which edges are adjacent.

**Edge adjacency:** The two edges share a node if and only if:

\[ \forall \{C_1, C_2\} \in S_{e_1}, A_1 \subset C_1 \subset B_1 \Rightarrow C_1 \notin \{A_1, B_1\}. \]

**Proof:** Let us suppose that there is an edge $\{C_1, C_2\} \in S_{e_1}$, with $A_1 \subset C_1 \subset B_1$. This implies that $B_2 \subset C_2$. We can deduce a property on the edges: $\{A_1, A_2\} \in G(C_1)$ and $\{B_1, B_2\} \in G(C_2)$. This means that they are not adjacent, since $G(C_1)$ and $G(C_2)$ do not share any node. Reciprocally, if two edges do not share any node, this means that there exists an edge $\{C_1, C_2\}$ between them, which means that $\{A_1, A_2\} \in G(C_1)$ and $\{B_1, B_2\} \in G(C_2)$ and we have $A_1 \subset C_1 \subset B_1$. □

Now, using the link between the labels, we can deduce that we only need the edge labels to find a graph associated to them. But all the sets of edges do not work, and there is a condition on the edge labels to be compatible, i.e. a condition to be in the same graph.

**Edge compatibility:** Let us consider two arbitrary edges in $S_{e_1}$, $\{A_1, A_2\}$ and $\{B_1, B_2\}$. Swapping the indices if necessary, the following property holds (cf. Fig. 4):

\[ A_1 \subset B_1 \text{ and } B_2 \subset A_2. \] (1)

**Proof:** As the skeletons are trees, each edge cuts the graph $G_i$ in two subgraphs. Without loss of generality, we suppose that the edge $\{B_1, B_2\}$ is in $G(A_2)$. This edge separates two sets of extremities, $B_1$ and $B_2$, and as $G_1$ is agenus, one of those sets is in the graph $G(A_2)$. Without loss of generality, we suppose that the set of extremities $B_2$ is in $G(A_2)$, which means $B_2 \subset A_2$. We can immediately deduce that $A_1 \subset B_1$, as $A_1$ and $B_1$ are the complements of $A_2$ and $B_2$. □

**Find the closest topology:** As we just have proved that the set $S_{e_1}$ represents the graph $G_1$, we can insert or collapse edges directly in $S_{e_1}$. We denote by $i(e)$ the insertion of the edge $e$, and by $c(e)$, the collapse of the edge $e$, where $e$ is a partition of $V_e$, with $\#e = 2$. As sets are unordered, insertions can be done in any order. Based on this, we have to insert in a set $S_{e_1}$ all the edges that are contained in at least $n/2 + 1$ sets $S_{e_1}$.

We have these two assertions: first, the set $S_{e_1}$ represents a graph, and second, the graph $G$ associated to $S_{e_1}$ is the closest graph to all $G_i$.

**Proof:** The second assertion is proved by the fact that all the insertions are commutative. For the first assertion, suppose that we have two incompatible edges $e_1$ and $e_2$ in $S_{e_1}$, i.e. Equation (1) does not hold. These edges come from a set of graphs, and are contained in at least $n/2 + 1$ sets $S_{e_1}$. As there is only $n$ graphs, there exists a graph $G_i$ that contains $e_1$ and $e_2$, thus the edges are compatibles, which is a contradiction.

3. RECONSTRUCTION PIPELINE

We describe here the skeleton-based reconstruction pipeline from an arbitrary number of images, which generalizes [13]. As input, we have calibrated acquisitions of an object, that is represented by a curve-skeleton, from different viewpoints. Each pose is computed using markers on the scene [21]. Then
we extract a mask of the object on each image, with the grab-cut algorithm [22]. After that, we can extract the projective skeleton, using Voronoi perspective skeletonization [13]. By definition, each point of the projective skeleton corresponds to the projection of a sphere. The skeleton is simplified using the scale axis transform [23], to remove spurious branches.

The next step, related to our contribution, is the association of the skeletal branches. To do this, we manually match skeleton extremities, then determine the common skeleton topology given by the graph computed in Section 2. From the common topology, we match the different branches on the different skeletons: so for each branch of the recovered topology, we have a branch in each projective skeleton. We now need to match them point by point, to triangulate the 3D branch. We describe each of the branches by a function $L_i(\tau)$, which associate to each $\tau_i \in [0; 1]$ a line in $\mathbb{R}^4$ representing the set of spheres that project on the point.

The idea here is to search for each $(\tau_1, \ldots, \tau_n)$ that corresponds to a point $(x, y, z, r)$ of the 3D skeleton. Thus a function $P$ associates to each $(\tau_1, \ldots, \tau_n)$ the closest point in $\mathbb{R}^4$ to the set of lines $(L_i(\tau_i))_{i=1,...,n}$, under a least squared distance. This $\mathbb{R}^4$ function is then approximated by a cubic spline.

As the points of the reconstructed skeleton correspond to the points where the lines intersect, we also can define a function $D(\tau_1, \ldots, \tau_n)$ which associates the sum of squared distances from $P(\tau_1, \ldots, \tau_n)$ to $(L_i(\tau_i))_{i=1,...,n}$. Furthermore, this function has to be continuous, so our objective here is to estimate a function $\tau : [0; 1] \rightarrow [0; 1]^n$ which minimises the following functional:

$$\int_0^1 \lambda \|\tau'(t)\|^2 + D(\tau(t))dt$$

where $\lambda$ is a parameter controlling the length of the curve. This was solved in [13] using dynamic programming, i.e. a Dijkstra algorithm. However, this algorithm searches in a space of dimension $n$, which is too computationally expensive to run for $n \geq 2$. Furthermore, it does not take account of the derivability of the function $\tau$. Thus, we use here the Lagrangian method to compute the trajectory and to estimate $\tau(t)$. This method finds the optimal speed $\tau'(0)$ to reach the position $\tau(1)$. This way, the number of images of $P$ can be higher than two and the computation time is less than a minute for the whole skeleton.

The final 3D skeleton is the union of 3D connected branches, from which we compute a mesh associated to the object.

4. RESULTS

We evaluate quantitatively our algorithm on synthetic 3D curve skeletons (cf. Tab. 4). Note that the error relative to the original mesh lowers as the number of images increases. In order to evaluate the validity of the recovered topology, we test our algorithm on 7 real objects (see supplementary material). We show a result on Figure 5. Note that our method reconstructs a complete, closed object from the calibrated images and few interactions. Head and arms are well reconstructed, but the body of the blue plush is not as flat as the real one (this is because the method can not reconstruct objects with a surface skeleton). Furthermore, as the topology is the closest to the set of projective skeletons, some assymetrie s can appear on the estimated topology, for example the arms are not connected to the same node in Figure 5.

### Table 1. Reconstruction of 4 composed skeletons, with 4, 5 and 6 extremities respectively. Use 2, 3, 4 and 5 calibrated images for each object, the error is the Hausdorff distance between the original and the reconstructed mesh, normalized by the diagonal of the bounding box.

<table>
<thead>
<tr>
<th>Number of images</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
</tr>
</thead>
<tbody>
<tr>
<td>Skeleton 1</td>
<td>2.44%</td>
<td>2.13%</td>
<td>1.49%</td>
<td>1.57%</td>
</tr>
<tr>
<td>Skeleton 2</td>
<td>4.87%</td>
<td>3.34%</td>
<td>2.46%</td>
<td>1.90%</td>
</tr>
<tr>
<td>Skeleton 3</td>
<td>4.91%</td>
<td>4.44%</td>
<td>4.07%</td>
<td>3.99%</td>
</tr>
<tr>
<td>Skeleton 4</td>
<td>4.68%</td>
<td>3.57%</td>
<td>3.51%</td>
<td>3.36%</td>
</tr>
</tbody>
</table>

5. CONCLUSION AND FUTURE WORK

In this article, we have shown how to estimate a topology for the 3D reconstructed skeleton from a set of projective skeletons. With this method, we can reconstruct 3D skeletons from a set of real images, from an arbitrary number of images. Furthermore, an advantage of our approach is to obtain a complete 3D mesh for the object, as we recover the topology.

A first future improvement is to match automatically the extremities of the skeletons. We also could manage non genus-0 objects, by adding new operations on topological skeletons, loop creation and loop separation. Finally, so far we only worked on curve-skeletons, we should extend our method to also reconstruct objects with surface skeletons.
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